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Abstract Documentation is an important mechanism for disseminating software
architecture knowledge. Software project teams can employ vastly different for-
mats for documenting software architecture, from unstructured narratives to stan-
dardized documents. We explored to what extent this documentation format may
matter to newcomers joining a software project and attempting to understand
its architecture. We conducted a controlled questionnaire-based study wherein we
asked 65 participants to answer software architecture understanding questions us-
ing one of two randomly-assigned documentation formats: narrative essays, and
structured documents. We analyzed the factors associated with answer quality
using a Bayesian ordered categorical regression and observed no significant as-
sociation between the format of architecture documentation and performance on
architecture understanding tasks. Instead, prior exposure to the source code of the
system was the dominant factor associated with answer quality. We also observed
that answers to questions that require applying and creating activities were statis-
tically significantly associated with the use of the system’s source code to answer
the question, whereas the document format or level of familiarity with the system
were not. Subjective sentiment about the documentation format was comparable:
Although more participants agreed that the structured document was easier to
navigate and use for writing code, this relation was not statistically significant.
We conclude that, in the limited experimental context studied, our results con-
tradict the hypothesis that the format of architectural documentation matters.
We surface two more important factors related to effective use of software archi-
tecture documentation: prior familiarity with the source code, and the type of
architectural information sought.

1 Introduction

The various forms of developer turnover and the continual evolution of software
projects often create situations where newcomers to a project must learn about
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the landscape of the project (Dagenais et al., 2010; Lin et al., 2017). Such situ-
ations include the hiring of new developers, freelancers and consultants, internal
transfers, and volunteers attempting to join open-source projects. Research into
these onboarding scenarios reports how developers face numerous challenges when
joining a new project (Steinmacher et al., 2015). One particular challenge is that
of orientation: how to become familiar with the various features of the project,
and in particular the architecture of the software (Dagenais et al., 2010).

An important role for a software architecture is to facilitate communication
between stakeholders (Rozanski and Woods, 2012). Consequently, a significant
portion of the literature on software architecture focuses on human aspects (Tang
et al., 2017), and in particular on documenting and sharing knowledge about large
and complex software systems (Rozanski and Woods, 2012; Brown and Wilson,
2012; Clements et al., 2010; de Boer et al., 2007).

A software’s architecture concerns its high-level abstractions, namely, the “fun-
damental concepts or properties of the system in its environment, embodied in its
elements, relationships, and the principles of its design and evolution” (Rozanski
and Woods, 2012). To be useful, software architecture knowledge must thus be ex-
plicitly captured and represented as software architecture documentation (Clements
et al., 2010). Different frameworks have been proposed to organize architecture
documentation, typically based on the concept of architectural views (Kruchten,
1995), which are different projections of knowledge about a system (see Sec-
tion 2.2). Despite the existence of well-supported frameworks for documenting
software architecture, there also exist many examples of documentation of the soft-
ware architecture for a project that does not follow any pre-determined format,
and simply presents and explains architectural decisions as a narrative comple-
mented with informal diagrams (Brown and Wilson, 2012; Spinellis and Gousios,
2009). To date, little empirical research has focused on assessing the impact of the
way we represent software architecture knowledge, in particular for the purpose of
initial orientation into a project.

We conducted a study to explore to what extent the format of architectural doc-

umentation mattered when joining a new software project. In the study, we asked
upper-year students in software architecture courses at two different universities
and with different degrees of knowledge of a target system to read software ar-
chitecture descriptions. The architectural descriptions captured the same infor-
mation but were expressed in two different formats: one in the highly-structured
Views and Beyond style (Clements et al., 2010), and one in the free-form essay style

described by Robillard and Medvidov́ıc (2016). We then asked the participants
to answer questions that assessed their understanding of the architecture of the
system, and further surveyed them about their experience using the documenta-
tion. We rated the participants’ answers on a four-point ordinal scale and, using a
regression model, we modeled the relation between this measure of performance,
self-assessed knowledge of the code, and documentation format.

Our results show that, in the context of a first approach to the architecture of a
comparatively small software system with about 1000 words of architectural docu-
mentation, the documentation format had little relationship to the measured level
of understanding of the architecture. Instead, basic familiarity with the system’s
source code had a much more significant association with measured performance
in answering questions about the architecture. In terms of sentiment, participants



A Study of Documentation for Software Architecture 3

using the structured format were sightly more positive, in particular about the
ease if navigating the document.

This article is organized as follows. We begin with a survey of related work in
architecture knowledge management, architecture documentation, and research on
onboarding newcomers in software development projects (Section 2). We then de-
scribe how we designed and conducted the study (Section 3), describe the analysis
methods and present our findings (Section 4), and conclude (Section 5).

2 Background and Related Work

Our study is informed by background on architecture knowledge management and
software architecture documentation, while addressing specifically the need to onboard

developers into project teams.

2.1 Architecture Knowledge Management

Capilla et al. (2016) provide a broad overview of the field of architecture knowledge
management, with an extensive discussion of the needs for capturing software ar-
chitecture knowledge. These needs had been previously organized into four broad
functions for representations of architecture knowledge: Sharing information, en-
suring compliance with a design, assisting the discovery of new information, and
supporting traceability (de Boer et al., 2007). Clerc et al.’s survey emphasizes the
importance of architecture knowledge for creation and communication tasks (Clerc
et al., 2007).

Software architecture knowledge can take many forms. For example, one can
distinguish between general knowledge, context knowledge, reasoning knowledge, and
design knowledge. Galster and Babar (2014) report on the extent to which these
different types of knowledge are evidenced among 29 industrial projects, finding
that all knowledge types are found in a majority of the studied projects.

In this work, we construe software architecture knowledge in terms of what can
be done with that knowledge. Others have conceptualized architecture knowledge
differently. For example viewing documentation through a knowledge management
lens (Ding et al., 2014), with a distinction between producer and consumer of the
documentation. The notion of understanding is also much broader than looking at
documents; it includes understanding people and processes as well (Jansen et al.,
2009). In these other conceptualizations, architecture knowledge is explicit and
often formal, and represented by different artifacts. These perspectives seek to
explicitly define how architecture knowledge is created and used.

2.2 Software Architecture Documentation

To be useful, software architecture knowledge must also be explicitly captured and
represented as software architecture documentation. Most frameworks for structuring
and organizing software architecture documentation are based on the concept of
architectural views (Kruchten, 1995), which are different projections of knowledge
about a system. Two popular frameworks for documenting software architecture
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are the Views and Beyond (V&B) approach proposed by Clements et al. (2010) and
the approach of Rozanski and Woods (2012) (R&W), based on the ISO/IEC 42010
standard. While both frameworks leverage the concept of architectural views, V&B
emphasizes the use of architecture styles while R&W’s focus is on stakeholders and
their viewpoints.

Despite the existence of well-supported frameworks for documenting software
architecture, there exist many examples of documentation of the software archi-
tecture for a project that does not follow any pre-determined format, and simply
presents and explains architectural decisions as a narrative complemented with
informal diagrams (Brown and Wilson, 2012; Spinellis and Gousios, 2009). This
type of documentation has been called essay-style documents (ESD) (Robillard and
Medvidov́ıc, 2016), which can be contrasted with systematic approaches such as
V&B or R&W.

The main distinguishing features between the ESD and systematic documenta-
tion styles are that the ESD conveys insights in the broader context of the project
as elements in a sequential, almost story-like presentation, whereas the systematic
styles advocate for a format where information can be retrieved as in a catalog. Be-
cause of their ready availability and accessibility, ESDs have been used as teaching
resources for teaching software architecture (Van Deursen et al., 2017).

Independently of the choice of representation, an open question in software
architecture, and consequently for its documentation, is how much of it to pro-
duce (Fairbanks, 2010; Dı́az-Pace et al., 2016). Ultimately, how much effort to
spend on architecture depends on the context (Waterman et al., 2015), and in
particular the role it serves. With this study, we focus specifically on architectural
documentation as a support for onboarding team members.

Relatively little empirical research has focused on assessing the impact of the
way we represent software architecture knowledge. This is despite the fact that
there are clear conceptual and structural differences among the recognized ways
to document software architecture. de Graaf et al. conducted an experiment in
an industrial context to assess whether architectural documentation organized as
an ontology (de Graaf et al., 2012) would be associated with increased efficiency
and effectiveness of the retrieval of architectural knowledge (de Graaf et al., 2016),
concluding that the ontology-based organization has the potential to improve the
retrieval of architectural knowledge by better tailoring the documentation’s or-
ganization to relevant questions. Heijstek et al. (2011) and Schoonewille et al.
(2011) investigated the respective merits of different combinations of textual and
diagrammatic design information for software architecture. Their findings “ques-
tion the role of diagrams in software architecture documentation” because of the
comparative effectiveness of textual information. However, a more recent study
by Jolak et al. (2020) came to the opposite conclusion. Based on a series of ex-
periments with 240 software engineering students, the authors found that “the
graphical design description is better than the textual in promoting Active Dis-
cussion [sic] between developers and improving the Recall [sic] of design details”.
In our study, we avoid the contention over the relative effectiveness of diagrams
by employing documentation samples that include both text and diagrams.
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2.3 Onboarding in Software Projects

Our research focuses on the role of documentation in supporting developers learn-
ing a software system new to them. This learning is typically done in the context
of joining, or onboarding a new software project. Researchers have investigated
different aspect of onboarding, both in industry and in open-source communities.

An early study by Dagenais et al. (2010) provided a grounded theory of on-
boarding based on the experience of 18 newcomers across 18 projects at IBM.
The authors use a physical landscape as a metaphor for the environment that a
software project represents. They report on the orientation aids and obstacles that
newcomers encounter in a project landscape. In particular, this work underscores
the importance of understanding a project’s architecture when joining: “Newcom-
ers sought to understand the architecture mostly to get a broader view of their
project, rather than because their tasks impacted or were directly impacted by
the architecture. Without a good understanding of the architecture it was hard
for newcomers to determine where their tasks fitted in the broader product and
if their changes were complying with the existing architecture.” (Dagenais et al.,
2010, p.278)

Steinmacher et al. (2015) later performed a systematic review of the literature
on onboarding to identify the obstacles. These include, among the factors rele-
vant to our study, too much documentation and software architecture complexity.
Consequently, Steinmacher et al. (2019) provide a list of guidelines for onboard-
ing developers, which includes a recommendation about documentation, including
with diagrams.

In a study in industry, Britto et al. (2018) “investigated the strategies em-
ployed by three different companies to onboard software developers in globally
distributed legacy projects.” The authors observed that one of the major on-
boarding challenges is, among others, “the difficulty to learn the legacy code”.
Follow-up work (Britto et al., 2020) discusses the impact of formal training on
onboarding performance. These observations serve to further motivate our study,
as formal training in the context of onboarding requires the creation of documen-
tation, whose design has potential alternatives.

Finally, we note that onboarding inevitably takes place in a given social and
organizational context, and as such it is important to remember that non-technical
forces, such as mentoring programs (Fagerholm et al., 2014; Labuschagne and
Holmes, 2015) or prior socialization (Casalnuovo et al., 2015), can also impact the
effectiveness of the onboarding process.

3 Study Design

Students enrolled in two different software architecture courses at two different
institutions (McGill University and University of Victoria) had 75 minutes to
read an architecture description of a software system, and answer different types
of technical questions using a web form. The descriptions were of two types, and
each description was randomly assigned to half the group. We analyzed the answers
using a combination of qualitative coding and statistical analysis. The independent
and dependent variables are defined in detail in Section 4.1. The study design was
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Table 1: Attributes of the Architecture Descriptions: Views & Beyond (V&B) and
Essay-Style Document (ESD)

V&B ESD

Number of words 789 993
Number of diagrams (with legend) 3 (1) 3 (0)
Number of headers 9 0
Number of lists (items) 3 (13) 0
Number of links to external documents 6 1

approved by the ethics review board of both institutions. A complete replication
package is available at https://zenodo.org/record/7539493.

3.1 Target System and Documentation

As a target system, we chose JetUML (Release 2.3), a software application for
creating and editing diagrams in the Unified Modeling Language (UML) written
in Java and developed by the second author. We chose this project because a
credible architecture description (AD) can only reasonably be created by someone
who has in-depth knowledge of the system.

JetUML provides core diagramming functionality complemented by the usual
features of desktop applications, namely saving and opening files, undoing and
redoing actions, copying and pasting, etc. The system release studied comprised
approximately ten thousand lines of non-comment Java code (10 kSLOC) and
came with a suite of 485 unit tests.

The system’s developer created two types of architectural descriptions that
contained the same information. One description followed the highly structured
style prescribed by the Views and Beyond (V&B) approach, and the other followed
an essay style of documentation (ESD) (see Section 2). The documents were in
the English language. Because credible ADs also require reasonable knowledge of
the AD format, and the first author was expert in V&B, we chose the V&B as the
structured format for our study.

Table 1 contrasts the salient differences between the two documents. We took
care to ensure that both versions of the architecture description conveyed the
same information. The ESD document is slightly longer (in number of words) to
account for the narrative style. Both ADs include three diagrams: a UML Sequence
diagram, a UML Class diagram, and a UML Package diagram. Our replication
package includes the full documents used including all diagrams. These diagrams
were identical in both versions of the documents except for the presence of a legend
in one diagram of the V&B document. All differences are thus structural, with the
consistent theme that the V&B document is more structured and the ESD is more
narrative.

For example, the V&B document partitions the text using nine standardized
section headers, such as “Primary Presentation” and “Element Catalog”, while
the ESD organizes the information into coherent fragments using paragraphs, but
without using headers to break the text. Thirteen pieces of information are pro-
vided as bullet list items in the V&B documents, while the information is in-
line in the ESD. Finally, although both documents mention the same Application

https://zenodo.org/record/7539493
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Table 2: Background Questions (summarized). An asterisk (*) indicates that mul-
tiple answers are possible.

B1. What is your reading proficiency in English?
(fluent/modest/limited)

B2. Have you taken any high-level relevant courses?
(yes/no)

B3. How long have you been programming?
(<1/1-2/3-5/5+ years)

B4*. What software development experience do you have?
(coursework only/internships/professional work outside school)

B5*. What programming languages are you comfortable with?
(C++/C/Java/Python/JS/C#/Other)

B6. What is your level of experience with UML?
(never/courses/read diagrams/created diagrams)

B7*. What is your previous exposure to JetUML?
(never heard/used once/used frequently/looked at source code)

Programming Interface (API) elements (e.g., Point, BorderPane), the mentions in
the V&B’s element catalog are linked to the corresponding API documentation,
whereas those in the ESD are simply denoted with a fixed-width font.

3.2 Questionnaire

The questionnaire we used as a research instrument was structured in three parts:
background, architecture understanding questions, and subjective experience. Because
we collected the data anonymously, we also required the participants to explicitly
state their institution (McGill University or University of Victoria) and the doc-
umentation format randomly assigned to them (ESD or V&B), as well as consent
to the collection of their data. Respondents were neither prohibited from using
nor encouraged to use other sources to answer the questionnaire, including the
project’s source code repository.

Background The questionnaire included seven questions aimed at better under-
standing the background of the respondents (Table 2), including English profi-
ciency (B1), formal education on software design and architecture (B2), and tech-
nical background and experience (B3–B6). We also asked about prior familiarity
with JetUML.

Architecture Understanding Questions The second part of the questionnaire con-
sisted of six two-part questions which asked respondents to read the documentation
and answer a particular question about the system. For each of these questions,
we asked respondents to explain the process used to obtain the answer with a
follow up question, the same for all questions. The questions followed a progres-
sion in their level of difficulty and learning objective according to Bloom’s revised
taxonomy (Bloom, 2001).

Table 3 describes our architecture understanding questions.1 Each question
maps to a learning objective from Bloom’s revised taxonomy that ranges from

1 The last two questions exhibited limited completion rates because of time constraints. The
table only includes the four questions we analyzed.
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Table 3: Architecture Understanding Questions. Questions 1–4 each had a com-
mon second part, G (for “General”). For each question numbered 1–4 and G, the
table includes the exact text of the question and the corresponding learning ob-
jective level from Bloom’s revised taxonomy (Bloom, 2001). The answer format
for Question 1 was multiple-choice, and all others were free-from text.

Q# Text Bloom

1 Which module contains the code for starting the application? I.–Remembering
2 What are the architectural responsibilities of the Services

layer?
II.–Understanding

3 How would one add a new diagram type to JetUML? III.–Applying
4 How would you add a status bar to the area that shows a

diagram?
VI.–Creating

G How did you determine the answer to the previous question?
Please describe which document, on-line resource, source
code comment, or other artifact you have used to answer...

N/A

Table 4: Subjective Experience Questions (summarized). Answers were ordered
choices from Strongly Disagree to Strongly Agree.

SE1. The document was easy to navigate.
SE2. I would need assistance to use this document.
SE3. There was too much inconsistency in the document.
SE4. I needed to learn a lot before I could get going.
SE5. This document gave me a sense for JetUML’s vision.
SE6. Readers would learn to use this document very quickly.
SE7. I could see using this document in practice.
SE8. What is your impression of the document you consulted.

Level I (Remembering) to Level VI (Creating) (Bloom, 2001). The last row of
the table provides the text of the general follow-up question we applied to each
question.

Specifically, Question 1 asked participants to study the architecture and re-
lated resources and find, choose, or select a relevant module from a list of choices
(the italicized terms are from Bloom’s revised taxonomy’s action verbs for the
corresponding level). Question 2 asked participants to identify the service layer in
the architecture, infer the services it provides, and rephrase and summarize them.
Question 3 asked participants to identify a pattern in the design of the application
and to apply this pattern to construct a solution. Finally, Question 4 asked par-
ticipants to elaborate an original solution by adapting the existing architecture and
designing new functionality.

Subjective Experience The third part of the questionnaire asked respondents to
reflect on their experience using the architecture documentation and on what they
had learned from the session (Table 4).
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Table 5: Background Characteristics of the Participants

Q# Mnemonic Description

BC1. English language 56 (85%) Fluent vs. 9 (14%) Modest
BC2. Software design courses 56 (85%) Yes vs. 9 (14%) No
BC3. Programming 37 (57%) 3–5 years; 23 (35%) > 5 years; 5 (8%) 1–2

years
BC4. Work experience 38 (58%) interns; 18 (28%) professional developers;

19 (29%) no work experience.
BC5. Programming languages 60 (92%) indicated familiarity with Java
BC6. Experience with UML 13 (20%) in industry; 46 (71%) in courses; 6 (9%)

none
BC7. What is your previous

exposure to JetUML?
See Figure 1.

3.3 Participants

We recruited students in our two software design and architecture courses avail-
able to both senior undergraduate students and graduate students. The courses
were offered at McGill University and University of Victoria simultaneously in
the Winter 2019 semester. We received 65 responses to the questionnaire, 25 from
McGill University (86% response, i.e., consented to inclusion in the study), and 40
from University of Victoria (80% response). In both course sections the students
received participation marks for taking part in the study, irrespective of whether
they consented to our use of their data or not. A total of 29 respondents used the
ESD type document, and the remainder (36) the V&B document.2

Table 5 summarizes the background of our participants. These were senior
students, so nearly all were familiar with Java (the implementation language of
JetUML) and most had done additional software design courses and multiple years
of programming experience. In addition, 71% had industry experience. The ma-
jority of students (85%) indicated fluency in reading English, and the remainder
indicated modest proficiency. Only six participants indicated they had never used
UML; the remainder had at least used it in course work, and 13 had used it in
industry. Five students had less than three years of programming experience, while
the remainder had three or more.

There was a significant difference in familiarity with the subject system Jet-
UML, as shown in Figure 1. Students at McGill University were mostly familiar
with it (they had previously used the tool and/or looked at its source code) and
students at University of Victoria were unfamiliar with it. This dichotomy was
expected given that JetUML is developed at McGill University and students are
exposed to it as part of undergraduate classes. Nevertheless, no participant had
contributed to the software, had knowledge of its overall architecture, or had in-
vestigated any of the questions in our questionnaire.

The dichotomy in participant familiarity enables an important aspect of the
study, namely to include prior familiarity with a project as an independent vari-
able. For the purpose of the analysis, we categorized respondents who indicated
“I have never heard of JetUML” or “I have used JetUML once or twice” to be

2 The uneven split is a consequence of the fact that we could not determine in advance who
would consent to participate in the study.



10 Neil A. Ernst, Martin P. Robillard

unfamiliar with JetUML and respondents who indicated “I have looked at JetUML
source code and/or documentation before this” to be familiar.

20

540

Familiar

Unfamiliar

0 10 20 30 40
count

S
rc

 F
am

ili
ar

ity

McGill University University of Victoria

Fig. 1: Familiarity with JetUML source code by institution.

4 Analysis and Findings

Our first step was to evaluate the answers to the architecture understanding ques-
tions (Section 4.1). We then posited different statistical models that incorporate
the independent variables document type and prior knowledge, as well as other poten-
tial causal factors. We subsequently assessed which statistical model was most ex-
planatory of higher quality answers. For acceptable answers, we then investigated
the process followed by the participant to answer the question, and specifically to
what extent that process involved perusing the documentation, once again con-
trasting between the two different documentation formats (Section 4.2). Finally,
we analyzed the responses to the subjective experience part of the questionnaire (Ta-
ble 4) to learn from richer data how the participants reacted to the two different
document types (Section 4.3).

4.1 Analysis of Answer Quality

Question 1 was a multiple-choice question with an objective outcome. For Ques-
tions 2–4, the second author reviewed each answer in scored it on the following
ordinal scale:

– Level 0: (Poor): Incorrect or overly vague. Demonstrates no actionable knowl-
edge of the architecture.

– Level 1: (Fair): Minimal, incomplete, somewhat vague, or repeats sentences of
the document verbatim. Demonstrates only the shallowest possible knowledge
of the architecture.

– Level 2: (Good): Demonstrates a basic level of interpretation. Knowledge of
the architecture that could be usable in practice.



A Study of Documentation for Software Architecture 11

28

19

15

3

22

27

11

5

43

11

9

2

0

10

20

30

40

Q2 Q3 Q4
Question

C
ou

nt

Scale
Poor
Fair
Good
Excellent

Fig. 2: Distribution of Answer Levels. N=65.

– Level 3: (Excellent): Demonstrates a clear understanding of the architecture
as well as relevant implementation details.

Although the procedure involves personal judgement, it was not possible to
perform an independent evaluation with inter-reviewer reliability measurement
because evaluating architectural insights on a non-trivial software system requires
a great deal of expertise with the system, and only one researcher had this expertise
(see Section 4.4 for additional details on how we mitigated the threat of bias).

We focus on questions 2–4 as the finer-grained evaluation scale and open an-
swer format provide richer insights and avoid the threat of respondents answering
correctly by chance. Figure 2 shows the distributions of levels. As can be seen from
the figure, many of the answers are poor. This result can be readily explained by
the combination of two factors: a) understanding software architecture is challeng-
ing (Dagenais et al., 2010), and b) successfully overcoming this challenge in an
experimental setting requires a minimum of motivation. Without a means to mea-
sure motivation, we must assume that unmotivated participants were distributed
randomly. For the analysis of information sources (Section 4.2), where we must
interpret textual answer, we mitigate the threat by only considering questions with
a score of Fair or better.

We created inferential models to understand the factors associated with higher
scores. Our models are Bayesian ordered categorical regression models (Bürkner
and Vuorre, 2019) and model the ordinal question score as a factor of two main
predictors. One is whether the architecture description format, namely Views and
Beyond (V&B) or Essay Specific Documentation (ESD). The second is previous
familiarity with the JetUML source code.

4.1.1 Causal Models

Figure 3 represents the analysis question as one possible causal model (Rohrer,
2018). Our ordered categorical regression is based on this causal graph. The causal
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JetUML Experience

Answer Score

❚

DocType
▸

English

GPA Fatigue

UMLExperience

Exposure
▸

Outcome
❚

 causal link
Ancestor of Outcome Unobserved/Latent Ancestor of Outcome and Exposure

Legend

Fig. 3: Potential causal graph showing predictors (blue), response (blue with thick
bar), the treatment (DocType, which we controlled) and unobserved/latent vari-
ables (grey). This graph represents Model 1. UMLExperience in red reflects that
it may be a confound of Answer Score, since UMLExperience may influence one’s
comprehension of the document type.

model is a Directed Acylic Graph (DAG) in which directionality of links reflects
a causal/influence relationship between variables. For example, the graph reflects
our (a priori) belief that DocType (i.e., V&B or ESD) causes or changes the Answer

Score. Since we varied the DocType it is a treatment or exposure variable. We also
measured (but did not control) JetUMLExperience.

There are a number of latent variables we might represent and also some ex-
plicit constructs we measure (English facility, UML Experience). Together those fac-
tors will cause the predicted score for the answer score. Some latent factors might
include a) Fatigue, or how tired the student is (maybe they did not feel like an-
swering, and were not forced to), which might be of growing importance in later
questions, b) how capable a student they are (e.g., as approximated by GPA), and
other factors including gender and age.

Our independent variables, derived from Table 5, include previous familiarity
with the source code of JetUML (JetUML Experience), the type of document they
were using (DocType), previous software design courses (DesignCourse), English
language familiarity (English), GenExp (previous industry work), and amount of
previous programming experience (ProgExp). Our dependent variable is the score
of the answer (Answer Score) from 0 to 3 as mentioned above. We examine these
models on all three of the architecture understanding questions.

A causal graph can capture the relationship between the variables. Fig. 3 shows
an example that represents M1 from Table 6. The goal of the analysis is to find a
model that best explains the data with the fewest predictors.

Many models are possible; not least, the combination of all possible predictors.
This raises the question about which, and how many, predictors to include in
the model (McElreath, 2020, Section 7.5). As an exploratory study, we focus on
four models that represent different potential causal attributes of our problem.
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Table 6: Possible explanatory models for the Answer Score of an architecture answer
for Questions 2, 3, and 4. Tilde notation should be read as “dependent variable
(left side) is explained by independent variable interactions” (right side).

Model Number Statistical Model

M1 Answer Score ∼ DocType + JetUML Experience + UMLExperience
+ English

M2 Answer Score ∼ DocType + JetUML Experience + ProgExp + De-
signCourse + ProgLang

M3 Answer Score ∼ DocType + ProgExp + DesignCourse + JetUML
Experience + ProgLang + GenExp + UMLExperience + English

M4 Answer Score ∼ DocType + JetUML Experience + GenExp

Other combinations are possible, but we focus on these four as they represent the
most plausible causal relationships. Adding more predictors to the model raises
the risk of overfitting (biasing) to the collected data and reduces our ability to
explain more general phenomena. We then compared the explanatory power of
our different models. The more a model can explain the data, the more indicative
that is of potentially important effects.

4.1.2 Bayesian Ordered Categorical Regression

Ordered categorical regression models the data responses (here, the architecture
question score Q) as being driven by an underlying latent variable Q̃ which is
divided into the different score categories (i.e., < 1, 1−2, 2−3, 3+) with cutpoints.
The cutpoints determine, given the inferred result of Q̃ for an individual response,
which ordinal category to assign. See Bürkner and Vuorre (2019) whose method
we follow in this analysis for more details. The key insight is that using cutpoints
properly treats the data as ordered adjacent categories rather than a continuous
response.

4.1.3 Model Comparison

We fit the four models based on the different combinations of predictors. Our
replication package contains the code to reproduce these statistical analyses. We
assess which of the four models best explains the data. This is a Bayesian workflow
as described in Gelman et al. (2020), and elaborated for software research by
Torkar et al. (2021). A model comparison approach focuses on building an adequate
explanation for the observed data that can be useful in answering questions, doing
decision analysis, or making predictions. It does not imply it is the best possible
model, just one that, given the various factors in our causal model, best explains
(‘is least surprised by’) the data. Model comparison allows us to evaluate which
model is best at explaining the observed data. We do this with the leave-one-out
cross-validation approach (LOO) described in Vehtari et al. (2016a).

We compare our four different predictive models for each question and choose
the one that is most informative using Leave One Out sampling (e.g., comparing
the model trained on 64 datapoints against a held out single data point, 65 times).
We repeat the process for each of the three questions. The outcome from LOO
is a model comparison value based on the differences in Expected Log Predictive



14 Neil A. Ernst, Martin P. Robillard

Table 7: Comparing models using Leave One Out information criteria. dELPD =
difference in Expected Log Predictive Density, a measure of predictive accuracy
within-sample, compared with the best model. dSE = the standard error of this
difference in predictive density

.

Question Model dELPD dSE

Q2
M2 0.0 0.0
M1 -0.1 2.8
M4 -0.2 2.5
M3 -3.0 1.8

Q3
M4 0.0 0 .0
M1 -0.1 1.6
M2 -0.1 2.5
M3 -0.3 3.3

Q4
M1 0.0 0.0
M4 -2.5 6.5
M2 -3.3 2.3
M3 -4.6 1.3

Density (dELPD)(Vehtari et al., 2016b). The best model has a dELPD of 0, and
the other models are compared to that result. The difference reports that the
model is a better fit for the data, i.e., achieves a bias-variance trade-off better
than the alternative models (Furia et al., 2022).

Where dELPD scores are less than an integer multiple of the standard error of
that difference (dSE), as in this case, other factors such as our domain knowledge
(i.e., how likely is a predictor to influence the result) and model parsimony (fewer
predictors are preferred over more) are also important. We are likely seeing the
effects of noisy data and low sample size. Table 7 shows the results. Since the
values of dSE include 0 (e.g., for Q2, the difference between M2 and M1 is -0.1,
but the SE is 2.8), there is no significant difference between models. We choose
model 1 as best combining simplicity (in numbers of variables) and accuracy, of
the four. That is, Answer Score ∼ DocType + JetUML Experience + UMLExperience +

English best explains the observed answer scores.

Model Results

We use M1 to analyse the coefficients for the regression models. Coefficients rep-
resent the additive change in the score caused by that coefficient. The inference
procedure generates a coefficient and associated credible interval (the Bayesian
analogue for a confidence interval (Torkar et al., 2021)).

Tables 8, 9, and 10 report regression coefficients for the three questions. We
broadly conclude that a coefficient has inferential value if its 95% credible interval
(CI upper and lower) does not include 0, which is indicative of a null effect. We
have bolded those cases in the tables.

We do not see consistency from question to question for our predictors, except
with the predictor JetUMLYes, reflecting prior JetUML experience. In Q2 we see
for example some effect from English facility, but that disappears in Q3 and Q4.
Our conclusion is therefore that across Q2, Q3, Q4 only JetUML experience is a
substantial influence on the answer score. For example, in Q2 (Table 8) it seems to
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Table 8: Coefficients for Q2, Model 1. Bold coefficients reflect a predictor where
the 95% credible interval (the Bayesian form of a confidence interval) does not
include 0. Predictors: DoctypeTypeV = respondent used V&B; JetUMLYes =
respondent had familiarity with JetUML source code; UMLExpNo = respondent
had no previous UML experience.

Value Estimate l-95% CI u-95% CI

DoctypeTypeV -0.38 -1.05 0.27
JetUMLYes 0.95 0.28 1.68
UMLExpNo -0.79 -2.33 0.46

EnglishModest -1.71 -3.61 -0.28

Table 9: Coefficients for Q3, Model 1

Value Estimate l-95% CI u-95% CI

DoctypeTypeV -1.03 -1.78 -0.30
JetUMLYes 1.02 0.33 1.75
UMLExpNo -1.12 -2.66 0.19

EnglishModest 0.25 -0.80 1.25

Table 10: Coefficients for Q4, Model 1

Value Estimate l-95% CI u-95% CI

DoctypeTypeV -1.04 -1.84 -0.31
JetUMLYes 1.03 0.30 1.83
UMLExpNo -1.15 -2.78 0.20

EnglishModest 0.25 -0.76 1.25

add nearly a whole point (i.e., 25%) to the rating. DocType does not have influence
except in Q3, where using the V&B approach reduces the score.

A strength of Bayesian inference is the ability to leverage the posterior distri-
bution for further analysis. We can look at the marginal effects of a given predictor
on the outcomes, as shown in Figure 4. The figure captures the impact of previous
JetUML knowledge on the usefulness of the answer. We can see that not knowing
JetUML (left side of Fig. 4) results in a much lower probability of getting a score
of 3 (the highest), by examining the rightmost purple dot and credible interval.
Similarly, not having previously been exposed to the code of JetUML (left side)
meant a marginal probability of nearly 40% for scoring a 0, as opposed to those
who were familiar with the code of JetUML, with a probability of 12% for scoring
0. This accords with Table 8. There, JetUML knowledge accounts for an increase
of 0.95 [95% CI 0.28,1.68] in score.
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Fig. 4: Marginals for JetUML predicting answer rating. Two columns indicate
respondents who had (Yes) or did not have (No) prior JetUML knowledge. The
y-axis reflects the probability the predictor influenced the score (dots with 95%
credible intervals). From left to right, red = score of 0, green = score of 1, blue =
score of 2, purple = score of 3.

Observation 1: We observed no significant impact of the documenta-

tion format on the outcome of software architecture understanding

tasks. Prior exposure to the source code of the system was the dom-

inant factor affecting the performance of the software architecture

understanding tasks.

Software architecture documentation is a feature of a software project’s
landscape that can help orient new project contributors, but there exist
other, potentially more effective orientation aids, such as code-oriented
tasks and code walkthroughs (Dagenais et al., 2010, Table 2). Our first
observation suggests that integrating code-oriented tasks as part of on-
boarding practices may have more impact than the choice of documenta-
tion format.

4.2 Analysis of Information Sources

To answer questions, participants were directed to look at the architectural doc-
umentation, but also had access to the source code of the system, and were free
to search the Internet as they pleased. We investigated whether the format of
their architectural description was associated with the use of different information
sources for producing an answer.



A Study of Documentation for Software Architecture 17

Table 11: Sources of information for Fair or better answers. N=102. Zero or more
sources were possible.

Q# Docs Code External No Source Total Fair or better

2 32 4 1 5 37
3 22 17 0 12 43
4 13 6 2 7 22

Table 12: Number of Fair or better answers to Q2–Q4, that leveraged perusal of
the JetUML source code (‘Code’), vs. in the provided documentation or external
references (‘Doc/Ext’), broken down by document type. Use of both Code and
Doc/Ext was possible.

ESD V&B

Code Doc/Ext Code Doc/Ext Total
Question 2, Bloom Level II 1 17 3 15 36

Questions 3 & 4, Bloom Level III, IV 12 19 11 17 59

Total 13 36 14 32 95

For answers we scored as Fair or better (i.e., Levels 1–3), we analyzed the
answer to the corresponding process question (G in Table 3) to determine the type
of information the participants used to produce their answer. As determining this
information involved almost no subjectivity, we reviewed and coded all answers
collaboratively in a single session using the three codes: Source Code, Description,
and External. An answer could receive any subset of the three codes, as applicable.

Table 11 shows a breakdown by information location type. We observe that
for the simpler question (2), most answers were produced from the documentation
only. For the questions with higher-level learning objectives (3 and 4), a greater
number rely on source code. We confirm this association with a contingency table
to which we applied Fisher’s exact test (Table 12).

Answers to questions that require applying and creating activities (3 and 4)
are statistically significantly associated with the use of the source code in the
information search process (p-value 0.0046, odds ratio 5.05). For completeness we
investigated the relation between a) documentation format and code familiarity,
as well as b) between answer sources and either documentation format or prior
familiarity. We did not detect any significant association at the α = 0.05 level (e.g.,
Table 13).

Observation 2: Answers to questions that required applying and cre-

ating activities were statistically significantly associated with the

use of the system’s source code to answer the question whereas the

document format or level of familiarity with the system were not.

We hypothesise that our architecture documents did not provide sufficient
details to properly support design tasks. Our experimental artifacts were
specifically created to represent typical software architecture documents.
Such documents may not be the best medium to support design reasoning.
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This is because an architecture document’s level of abstraction may not
support the detail needed to begin implementing application features. This
conclusion is consistent with the findings of Dagenais et al. (2010), that
“Participants said they learned more efficiently by experimenting with the
code than by attending courses or reading documentation.”

Table 13: Relationship between documentation style and code familiarity for an-
swers scored ‘Fair’ or higher for Q2–Q4 (N=102). Fisher’s exact test shows differ-
ences between cells are not unusually distributed at α = .05.

ESD V&B

Familiar 21 31
Unfamiliar 30 20

4.3 Analysis of Participants’ Experience

The last section of the questionnaire asked respondents to “share your general
impression of the effectiveness of the document you consulted.” We analyzed the
responses to this question qualitatively using a closed set of codes. Figure 5 shows
the aggregated results, blocked by respondent familiarity. Respondents unfamiliar
with JetUML found the architecture documentation too abstract (3x as likely as
those with familiarity), while those with familiarity were more likely to mention
incompleteness (1.5x more likely).

We also asked a series of questions using a five-level Likert scale. The scale
ranged from “Strongly Disagree” to “Strongly Agree”. Figure 6 captures the dif-
ferent assessments. The questions exhibiting the starkest differences between ESD
and V&B are Navigability and Helpfulness for coding. For Navigability (“I thought
the document was easy to navigate”), ESD has 55% favourable versus V&B with
80% favourable. For Helpfulness (“I could see using this document while writing
JetUML code“, top row in Figure 6), ESD was more negatively perceived, with
28% disagreeing or strongly disagreeing with the sentiment, while V&B had 83%
agreeing or strongly agreeing it would be useful for writing code.

We used a similar cumulative Bayesian ordinal model (Bürkner and Vuorre,
2019) to assess the differences between ESD and V&B documents for these two
questions. Even though there seems to be a difference in perception in favour of
V&B, we could not validate the significance of this difference statistically.
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Fig. 5: Respondent impressions of the documentation based on familiarity with
the underlying tool. ‘Other’ aggregates 10 codes with a frequency of only one or
two.

Observation 3: Subjective sentiment about the documentation for-

mat was comparable for the V&B and ESD formats we used in the

study. More participants agreed that the V&B document was eas-

ier to navigate and use for writing code, but this relation was not

statistically significant.

A single architectural documentation format may not suitably support
project newcomers both for getting a broader view of their projects and
for design tasks. The survey results indicate that the ESD format may
be better suited for overviews and the V&B format for coding tasks. The
implication is to select a documentation format with not only the au-
dience in mind, but also the specific usage scenario for the architecture
documentation.

4.4 Threats to Validity

Construct Validity

The general construct of interest is software architecture understanding, which we
study via the more specific construct of ability to answer questions about the archi-

tecture of a software system. We measured this latter construct subjectively using a
four-level scale (0-3). We used this simple ordered rating to avoid the imprecision
associated with a finer-grained scale. At the same time, the measure loses fidelity,
as insightful answers are considered similar to those providing less insightful in-
formation.
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I would imagine that most readers would learn to
use this document very quickly.

I thought there was too much inconsistency in the
architecture document.

I thought the document was easy to navigate.

I think that I would need assistance to be able
to use this document.

I needed to learn a lot of things before I could
get going with this document.

I could see using this document while writing
JetUML source code.

100 50 0 50 100
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Fig. 6: Likert-scale assessments of the two architectural descriptions. Percentages
refer (from Left to Right) to proportions who Strongly Disagree/Disagree (un-
favourable), Neither, and Agree/Strongly Agree (favourable).

Investigator bias is a threat given that an author of the paper scored the an-
swers. To help prevent bias, we concealed the responses to the associated indepen-
dent variables of DocType and JetUML Experience while assessing answer usefulness.
For transparency we include the full set of rated answers as part of our replication
package.

Our architectural descriptions needed to be succinct so that respondents could
read them and answer questions within the 75 minute time frame. This meant the
degree of fidelity to, in particular, the V&B style, which takes its creators an entire
book to explain, was clearly missing the richness of industry-standard architecture
documents. While a conventional architecture document in V&B style might be
tens or hundreds of pages long, this is clearly infeasible as an experiment. We feel
the documents created capture the structured nature of V&B documents without
overwhelming the reader. Arguably by simplifying the V&B approach we made it
easier to read and answer questions.

In addition, there are many uses for architecture descriptions, including pre-
scribing what to build, analyzing system qualities and non-functional requirements,
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and educating stakeholders (Clements et al., 2010). We focused the documents we
created on another use, namely communicating design information. We argue this is
more relevant for developers and managers responsible for onboarding newcomers
to a software project.

Internal Validity

The main sources of potential confounding factors originate from our pool of par-
ticipants. One of the main strengths of our study was our ability to experiment
with participants with two clearly distinct levels of familiarity with the underly-
ing system. The trade-off is that the difference in student background also acts
as a potential source of interference. Students at McGill University had used the
reference system JetUML during their earlier coursework, and were more familiar
with the underlying purpose of the system and its goals. Students at University
of Victoria did not get exposed to JetUML, but were taught to document systems
using the Views and Beyond style. While we investigated the possible effects of
different classroom context on the data, there may be additional, unknown, effects
besides the ones we controlled for. Nevertheless, we conducted the study at both
institutions in exactly the same conditions to avoid threats related to variations
in the experimental procedure.

Another potential threat is the observer-expectancy effect. Students were aware
of the document style they had, and that it was being compared to a different style.
It is possible that they may have tried to infer what style the instructor might
prefer. We estimate this risk to be minimal for three reasons: a) we collected the
data anonymously, which offers the greatest level of privacy protection for such
studies; b) participants had to explicitly opt-in for this data to be utilized; and
c) our participants were senior students, not usually prone to be intimidated by
in-class exercises.

We had a non-participation rate of 18%. Thus it is possible that some of the
rationale for non-participation was due to factors such as English language ability
or lack of experience. However, since all students were required to participate in
the exercise (but could refuse consent for data collection), we doubt these are
the major factors. In particular consent was collected at arms-length to prevent
power-over problems.

Our Bayesian analysis compared four models combining our independent vari-
ables, but other combinations of the variables are possible. We judged these mod-
els to best capture the exploratory concepts of interest. We provide a replication
package for others to experiment with other model combinations.

External Validity

Our observations must be interpreted in the context in which they occur, namely a
mixed senior-year undergraduate and graduate student class. We provide a detailed
summary of the characteristics of our participants in Table 5 to clarify this context.
Although the particular controlled setting of our study required us to recruit our
participants as students enrolled in a course, we note that 74% of the participants
had worked as interns or professional developers. In that respect their background
characteristics is expected to be similar to, or overlap with, those of the target
population of junior developers.
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Because we limited the study to a single class session, we were not able to give
participants what might be considered a “realistic” architecture document, for
example with tens of pages. Similarly, the tasks were designed to be completed in a
10-15 minute time frame. We cannot claim that our results would apply directly to
onboarding approaches that are often days-long camps, examining longer software
architecture documents with more complex contexts and tasks. However, our use
of a sequence of questions with different formats and progressive difficulty means
our observations can be interpreted at a level of granularity that enables reasoning
about the applicability of our results. Finally, with 65 participants and a response
rate of 82% across two institutions, we are confident that the data we collected
is from participants that are valid representatives of senior students in computer
science and software engineering.

5 Conclusion

Software architecture documents serve many purposes. One of those purposes is
to disseminate knowledge to newcomers to a software project. Our study explored
to what extent the format of architectural documentation matters when onboard-
ing junior newcomers onto a project. In particular, we considered the impact of
documentation format in relation to factors that include prior familiarity with the
system and nature of the information needs fulfilled by the architecture documen-
tation.

By using a regression model to relate the quality of answers to question about
the architecture of a system to other factors, we observed that, in our study con-
text, the format of architectural documentation appears to be inconsequential
for short architecture understanding tasks on a comparatively small system using
a modest-sized document. The experimental protocol precluded an investigation
with an extensive architectural description, for example in the hundreds of pages. It
is possible that the effect of documentation format may be amplified by the length
of the architecture description document. Nevertheless, our study setting remains
relevant, as numerous software projects have a limited amount of architectural
documentation. The implication of our observation is that, for on-boarding new-
comers into a software project, documentation format is a second-order concern
trumped in importance by giving newcomers a modicum of practical experience
with the code.

We corroborated this general observation with two additional analyses that
used different types of data from the study. In a second analysis, we examined to
what extent participants relied on an investigation of source code to complement
their reading of software architecture documentation. There again, we observed
no significant difference between the documentation formats. Instead, we noticed
that use of source code is strongly associated with the requirement to answer more
open-ended questions with a focus on design.

In a third analysis, we turned to the subjective opinions of the participants
about the documentation, as collected using Likert-scale questions. In this case
again we found no clear preference for one format over the other.

We point out that the fact that we did not reliably observe that the format
of architectural documentation mattered in our study does not mean that docu-
mentation format has no impact. As usual in experimental work, this impact may
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exist without having been detectable by our study design. In particular, such an
impact may only manifest itself beyond a certain scale of system or architectural
documentation. Future work may be able to observe an effect of documentation
format, although it is not clear what kind of study would accommodate the in-
teractions of research participants with a huge system and massive architectural
documents.

In addition to contradicting the hypothesis that the format of architectural
documentation matters (in our context), our study surfaced two factors that do

seem to matter: basic familiarity with the source code, and the type of information
sought from the architectural documentation.
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