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of one action over another is important; if we add 1000 to all the preferences there is
no e↵ect on the action probabilities, which are determined according to a soft-max
distribution (i.e., Gibbs or Boltzmann distribution) as follows:

Pr{At =a} .
=

eHt(a)

P
k

b=1 eHt(b)

.
= ⇡t(a), (2.9)

where here we have also introduced a useful new notation ⇡t(a) for the probability of
taking action a at time t. Initially all preferences are the same (e.g., H1(a) = 0, 8a)
so that all actions have an equal probability of being selected.

There is a natural learning algorithm for this setting based on the idea of stochastic
gradient ascent. On each step, after selecting the action At and receiving the reward
Rt, the preferences are updated by:

Ht+1(At)
.
= Ht(At) + ↵

�
Rt � R̄t

��
1 � ⇡t(At)

�
, and

Ht+1(a)
.
= Ht(a) � ↵

�
Rt � R̄t

�
⇡t(a), 8a 6= At,

(2.10)

where ↵ > 0 is a step-size parameter, and R̄t 2 R is the average of all the rewards
up through and including time t, which can be computed incrementally as described
in Section 2.3 (or Section 2.4 if the problem is nonstationary). The R̄t term serves
as a baseline with which the reward is compared. If the reward is higher than the
baseline, then the probability of taking At in the future is increased, and if the reward
is below baseline, then probability is decreased. The non-selected actions move in
the opposite direction.

Figure 2.4 shows results with the gradient-bandit algorithm on a variant of the
10-armed testbed in which the true expected rewards were selected according to a
normal distribution with a mean of +4 instead of zero (and with unit variance as
before). This shifting up of all the rewards has absolutely no a↵ect on the gradient-
bandit algorithm because of the reward baseline term, which instantaneously adapts
to the new level. But if the baseline were omitted (that is, if R̄t was taken to be
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Figure 2.4: Average performance of the gradient-bandit algorithm with and without a
reward baseline on the 10-armed testbed with E[q(a)] = 4.

Note that this allows us to work with unnormalized preferences and turn 
them into probabilities!

Same idea as using potentials in graphical models
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Figure 2.4: Average performance of the gradient-bandit algorithm with and without a
reward baseline on the 10-armed testbed with E[q(a)] = 4.
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Derivation of gradient-bandit algorithm
In exact gradient ascent:

Ht+1(a)
.
= Ht(a) + ↵

@ E [Rt ]

@Ht(a)
, (1)

where:
E[Rt ]

.
=

X

b

⇡t(b)q⇤(b),

@ E[Rt ]

@Ht(a)
=

@

@Ht(a)

"
X

b

⇡t(b)q⇤(b)

#

=
X

b

q⇤(b)
@ ⇡t(b)

@Ht(a)

=
X

b

�
q⇤(b)� Xt

�@ ⇡t(b)

@Ht(a)
,

where Xt does not depend on b, because
P

b

@ ⇡t(b)
@Ht(a)

= 0.



@ E[Rt ]

@Ht(a)
=

X

b

�
q⇤(b)� Xt

�@ ⇡t(b)

@Ht(a)

=
X

b

⇡t(b)
�
q⇤(b)� Xt

�@ ⇡t(b)

@Ht(a)
/⇡t(b)

= E
�
q⇤(At)� Xt

�@ ⇡t(At)

@Ht(a)
/⇡t(At)

�

= E
�
Rt � R̄t

�@ ⇡t(At)

@Ht(a)
/⇡t(At)

�
,

where here we have chosen Xt = R̄t and substituted Rt for q⇤(At),
which is permitted because E[Rt |At ] = q⇤(At).

For now assume: @ ⇡t(b)
@Ht(a)

= ⇡t(b)
�
1a=b � ⇡t(a)

�
. Then:

= E
⇥�
Rt � R̄t

�
⇡t(At)

�
1a=At

� ⇡t(a)
�
/⇡t(At)

⇤

= E
⇥�
Rt � R̄t

��
1a=At

� ⇡t(a)
�⇤

.

Ht+1(a) = Ht(a) + ↵
�
Rt � R̄t

��
1a=At

� ⇡t(a)
�
, (from (1), QED)



Thus it remains only to show that

@ ⇡t(b)

@Ht(a)
= ⇡t(b)

�
1a=b � ⇡t(a)

�
.

Recall the standard quotient rule for derivatives:

@

@x


f (x)

g(x)

�
=

@f (x)
@x g(x)� f (x)@g(x)@x

g(x)2
.

Using this, we can write...
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of one action over another is important; if we add 1000 to all the preferences there is
no e↵ect on the action probabilities, which are determined according to a soft-max
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where here we have also introduced a useful new notation ⇡t(a) for the probability of
taking action a at time t. Initially all preferences are the same (e.g., H1(a) = 0, 8a)
so that all actions have an equal probability of being selected.

There is a natural learning algorithm for this setting based on the idea of stochastic
gradient ascent. On each step, after selecting the action At and receiving the reward
Rt, the preferences are updated by:
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where ↵ > 0 is a step-size parameter, and R̄t 2 R is the average of all the rewards
up through and including time t, which can be computed incrementally as described
in Section 2.3 (or Section 2.4 if the problem is nonstationary). The R̄t term serves
as a baseline with which the reward is compared. If the reward is higher than the
baseline, then the probability of taking At in the future is increased, and if the reward
is below baseline, then probability is decreased. The non-selected actions move in
the opposite direction.

Figure 2.4 shows results with the gradient-bandit algorithm on a variant of the
10-armed testbed in which the true expected rewards were selected according to a
normal distribution with a mean of +4 instead of zero (and with unit variance as
before). This shifting up of all the rewards has absolutely no a↵ect on the gradient-
bandit algorithm because of the reward baseline term, which instantaneously adapts
to the new level. But if the baseline were omitted (that is, if R̄t was taken to be
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Figure 2.4: Average performance of the gradient-bandit algorithm with and without a
reward baseline on the 10-armed testbed with E[q(a)] = 4.

Consider 

This is Boltzmann or softmax exploration!

If the temperature T is very large (towards infinity) - same as uniform

If temperature T goes to 0, same as greedy

Ht(a) = Qt(a)/T



Summary Comparison of Bandit Algorithms

" / ↵ / c / Q0

Average
reward

over first 
1000 steps

1.5

1.4

1.3

1.2

1.1

1

!-greedy

UCB

gradient
bandit

greedy with
optimistic

initialization
α = 0.1

1 2 41/21/41/81/161/321/641/128


